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Search algorithms aim at finding a value in a collection (usually, the first occurrence)

Input: Array of values list, value to find $e$ Output: Position of $e$ in $a ;-1$ if not found

Find a value in an array of integers
public static int find(int [] list, int e)
list $=\{5,6,3,1,8,9,0,2,4,1,7\}$
e = 1
Output:
3

## Looks for the value e sequentially in list:

```
location = -1;
i = 0;
found = false;
while ( (!found) && (i < list.length))
    if (list[i] == e)
    location = i;
        found = true;
    i++;
return location;
```

At most, List. Length tests are needed
Without further assumptions on List, it is the most efficient (non-parallel) search algorithm

```
/** Linear search
* @param list Sequence of elements
    * @param e Element to find
    * @return Position of e in list; -1 if not found */
public static int linearSearch(int [] list, int e) {
    int location = -1;
    boolean found = false;
    for(int i=0; i<list.length && !found; i++)
        if(list[i] == e) {
            location = i;
            found = true;
        }
    return location;
}
```

If List is ordered, we can narrow the search to one half of the array:

```
location = -1;
left = 0;
right = list.length - 1;
middle = list.length / 2;
found = false;
while ( (left <= right) and (!found) )
    if ( list[middle] == e )
        found = true;
        location = middle;
        else if (e < list[middle] )
        right = middle - 1;
        else
        left = middle + 1;
        middle = (left+right) / 2;
return location;
```


## At most, Log(List.Length) comparison are needed

```
/** Binary search
    * @param list Ordered sequence of elements
    * @param e Element to find
    * @return Position of e in list; -1 if not found */
public static int binarySearch(int [] list, int e) {
    int location = -1;
    int left = 0;
    int right = list.length - 1;
    int middle = list.length / 2;
    boolean found = false;
    while(left <= right && !found) {
        if(e == list[middle]) {
            found = true;
            location = middle;
            } else if(e < list[middle]) {
                right = middle-1;
            } else {
                left = middle+1;
            }
            middle = (right+left) / 2;
        }
```
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    return location;
    \}
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Sort algorithms aim at rearranging the values of a collection to position them in order (usually, in increasing order)

Input: Array of values list
Output: Array of values list* ordered
Sort array
public static void sort (int [] list)
list $=\{5,6,3,1,8,9,0,2,4,1,7\}$
Output:
list $=\{0,1,1,2,3,4,5,6,7,8,9\}$

## Direct sorting algorithms

Most popular
Direct Swapping (Bubble sort)
Direct Insertion (Insertion sort)
Direct Selection (Selection sort)
Features
Simple algorithms
Not very efficient: complexity is $\mathcal{O}\left(n^{2}\right)$
Can be used with small arrays

## Advanced sorting algorithms

Most popular<br>Shell<br>Quicksort<br>Heapsort<br>Features<br>Sophisticated algorithms<br>Efficient: complexity is $\mathcal{O}\left(n^{*} \log n\right)$<br>Are used with large arrays

[^0]
## Idea:

Compare an element List[i] with the adjacent value List[i+1]
If List[i]> List[i+1], the values are swapped
Repeat the procedure for the complete array while swaps are performed


```
/** Bubble sort
    * @param list Array to sort */
public static void bubbleSort(int [] list) {
    boolean swapped;
    do {
        swapped = false;
        for(int i=0; i <= list.length-2; i++) {
            if(list[i] > list[i+1]) {
                int temp = list[i];
                list[i] = list[i+1];
                list[i+1] = temp;
                swapped = true;
            }
        }
```

    \} while(swapped);
    \}
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Worst case: The array is reversed $\mathcal{O}\left(\mathbf{n}^{2}\right)$
The outer while is executed $n$ times, since swapping is always performed

Best case: Array is ordered $\mathcal{O}(\mathrm{n})$
swapped is not changed from false to true

## Average: $\mathcal{O}\left(\mathrm{n}^{2}\right)$

```
```

/** Bubble sort [.

```
```

/** Bubble sort [.
public static void bubbleSort(int [] list) {
public static void bubbleSort(int [] list) {
boolean swapped;
boolean swapped;
do {
do {
swapped = false;
swapped = false;
for(int i=0; i <= list.length-2; i++) {
for(int i=0; i <= list.length-2; i++) {
if(list[i] > list[i+1]) {
if(list[i] > list[i+1]) {
int temp = list[i];
int temp = list[i];
list[i] = list[i+1];
list[i] = list[i+1];
list[i+1]= temp;

```
                list[i+1]= temp;
```

```
                swapped = true;
```

                swapped = true;
            }
            }
        }
        }
    } while(swapped);
    } while(swapped);
    }

```
}
```

Swapping
Comparison

## Idea:

For each value of the list (at position $i$ ),
Finds the smallest value (at position minPos) of the elements $i+1, \ldots$, List. Length-1

If List[i] > List[minPos], the values are swapped

```
for (i=0; i <= list.length-2; i++)
    minPos = i;
    for (int j=i+1; j < list.length; j++)
            if (list[j] < list[minPos])
            minPos = j;
    swap(list[i], list[minPos])
```


## Selection sort implementation

```
I
/** Selection sort ..
public static void selectionSort(int [] list) {
    for(int i=0; i <= list.length-2; i++) {
        int minPos = i;
        for(int j=i+1; j < list.length; j++)
            if(list[j] < list[minPos])
                minPos = j;
        int temp = list[i];
        list[i] = list[minPos];
        list[minPos] = temp;
    }
}
```
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## 2. Sorting algorithms

 Selection sort features- The number of comparison operations does not depend on the initial order of the values. It will be equal to the number of evaluations of the condition of the if $\mathcal{O}\left(\mathrm{n}^{2}\right)$
- The number of swap-related operations depends on the initial order of the values

Swapping

Comparison

```
```

I

```
```

I
/** Selection sort ..
/** Selection sort ..
public static void selectionSort(int [] list) {
public static void selectionSort(int [] list) {
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            int temp = list[i];
```
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    ```
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            list[i] = list[minPos];
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## Idea:

Assumes that the elements $0, \ldots, i-1$ of the list are ordered
Finds the position $k$ in $0, \ldots, i-1$ where the element at position $i$ should be placed
(Simultaneously) Shift to the right the values at $k, \ldots, i-1$ and inserts List[i] at position $k$

```
for (i=1; i < list.length; i++)
        e = list[i];
        j = i-1;
        while( (j >= 0) && (list[j] > e) )
            list[j+1] = list[j];
                j = j-1;
    list[j+1] = e;
```

```
/** Insertion sort [.
public static void insertionSort(int [] list) {
    for(int i=1; i < list.length; i++) {
        int e = list[i];
        int j = i-1;
        while(j>=0 && list[j] > e) {
            list[j+1] = list[j];
            j--;
        }
        list[j+1] = e;
    }
}
```

Worst case: The array is reversed $\mathcal{O}\left(\mathrm{n}^{2}\right)$
The inner while is executed until $j$ < 0 (max. number of iterations)

Best case: Array is ordered $\mathcal{O}(n)$
The inner while is never executed
Average: $\mathcal{O}\left(\mathrm{n}^{2}\right)$

## Swapping

Comparison

```
/** Insertion sort [.
public static void insertionSort(int [] list) {
    for(int i=1; i < list.length; i++) {
        int e = list[i];
        int j = i-1;
        while(j>=0 && list[j] > e) {
            list[j+1] = list[j];
            j--;
        }
        list[j+1] = e;
    }
}
```

Algorithms can be compared according to the number of comparisons performed in the best case, worst case, and average case
Being $n$ the length of the array:

| Algorithm | Best $\approx$ | Worst $\approx$ | Average $\approx$ |
| :--- | :---: | :---: | :---: |
| Bubble | n | $\mathrm{n}^{2}$ | $\mathrm{n}^{2}$ |
| Selection | $\mathrm{n}^{2}$ | $\mathrm{n}^{2}$ | $\mathrm{n}^{2}$ |
| Insertion | n | $\mathrm{n}^{2}$ | $\mathrm{n}^{2}$ |
| Quicksort | $\mathrm{n} \cdot \log (\mathrm{n})$ | $\mathrm{n}^{2}$ | $\mathrm{n} \cdot \log (\mathrm{n})$ |

Bubble sort is the simplest, but also has a the higher worst-case execution time. Nevertheless, it behaves quite well with ordered arrays

Selection sort is easy to implement and more efficient that Bubblesort, but it behaves very bad even if the array is ordered (it cannot be known if the array is already sort at any iteration)

Insertion sort is simple to implement and behaves quite well for almost ordered arrays. It is also more efficient in practice

Develop a program to test the execution time of the three basic sorting methods for different array sizes $=\{1000,2000$, ..., 20000\}
The program must run 5 times each algorithm for an array size with different initial values.
The program must generate three text files (bubble.txt, selection.txt, insertion.txt) with this structure:

```
<array size> <average> <best time> <worst time>
<array size> <average> <best time> <worst time>
```

Represent the results (array size vs. average time) in a table and graphically (use Microsoft Excel).
bubble.txt $\mathcal{K}$
10004833840.034031568024134
20001.4096526 E 71397342414377736
30003.1497941 E 73117595932105338
40005.5688851 E 7548220515 6 $\quad$ 目 insertion.trt $\mathbb{Z}$

5000 8.6352455E7 856465008
60001.24527935 E 8123430771
70001.69686803 E 8168417844
80002.28952953 E 8224974962
90002.83831813 E 8281557013 $100003.48586231 \mathrm{E} 8 \quad 343487511$ 110004.23960098 E 8421367031 120004.98431085 E 8496283885 130005.84650563 E 8579794918 140006.77815099 E 8675493952 150007.77365111 E 877359685 160008.84868174 E 8882779445 170001.00763699 E 9100141714 180001.158422369 E 911433812 190001.294025106 E 91285006 4 20000 1.455827793E9 1434090
10007630089.04429348024134 20002.0468606 E 7173702214377736 30004.5609526 E 7391893432105338 40008.0775307 E 77016045568 50001.25229588 E 810558045 $60001.81017196 \mathrm{E} 8 \quad 15933869$ $70002.47538263 \mathrm{E} 8 \quad 21345869$ 80003.29694486 E 827784048 $90004.12642319 \mathrm{E} 8 \quad 34824538$ 100005.04918739 E 843222672 $110006.15219224 \mathrm{E} 8 \quad 51432095$ 120007.222861 E 86245507550 130008.4770264 E 8728180545 140009.83445688 E 885170811 150001.126760943 E 995896057 160001.283408785 E 911162703 170001.456268087 E 912470090 180001.67652615 E 9141928374 190001.868753374 E 915816388 200002.082522708 E 917257242
selection.txt $\mathfrak{K}$
10006591493.011342228024134 20001.8635566 E 7449386714377736 30004.163877 E 71007355732105338 40007.3630293 E 71787524656861696 50001.14445285 E 82789209386805655 60001.64928936 E 840197917125393660 70002.25588811 E 855526540170736644 80003.0151258 E 871769387238769942 90003.77440163 E 891183657287583059 100004.6111341 E 8112099303355747379 110005.63095155 E 8136419084430040899 120006.59540332 E 8160644998501597131 130007.74420045 E 8189278735588853542 140008.9756198 E 8219361050680047464 150001.030052255 E 9251590566781549610 160001.171092416 E 9285293592889809180 170001.330757093 E 93223675081022621241 180001.532992852 E 93662858691199534019 190001.706986963 E 94086241411310799766 200001.908151566 E 94495949901473585120



Results for 5 executions with random values in $[0,10$ )
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## Search

Linear search
Binary search
Use? Binary search if values are sorted; otherwise, linear search

## Sort

Bubble sort
Selection sort
Insertion sort
Use? None of them, go for Quicksort

## Recommended lectures

H. M. Deitel, P. J. Deitel. Java: How to Program. Prentice Hall, 2011 (9th Edition), Chapter 19 [link]
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[^0]:    Just for fun! Bogosort: Random reordering of the array
    H. Gruber, M. Holzer and O. Ruepp: Sorting the Slow Way: An Analysis of Perversely Awful Randomized Sorting Algorithms, 4th International Conference on Fun with Algorithms, Castiglioncello, Italy, 2007, Lecture Notes in Computer Science 4475, pp. 183-197.

